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Abstract

We study collaborative resource planning that arises when resource managers must coordinate

their planning with internal or external customers. We envision a setting where geographically

dispersed decision makers (agents) coordinate their resource planning using asynchronous, web-enabled

mechanisms. We propose the design of such a mechanism where resource allocation is communicated in

the form of schedules over which each agent involved has different preferences and financial incentives.

Specifically, we design a “schedule selection game” where all participating agents state their preferences

via a valuation scheme, and the mechanism selects a final schedule based on the collective input. We

address the issue of incentive compatibility, recognizing that independent agents may not reveal their

private information truthfully, and they may not behave in a way that is aligned with the overall

system efficiency. Based on the principles of Vickrey-Groves-Clarke, we show that the proposed web-

based mechanism is a direct revelation mechanism that implements the optimal resource allocation

under agents’ dominant strategies. We analyze main properties of the mechanism such as budget

balancedness and individual rationality. We illustrate the operation of the mechanism using a real-

world example in coordinating electronics component manufacturing.
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1 Introduction

The communication technology and the web are changing fundamentally how firms conduct their

core business. Among various e-business applications is the potential to enhance collaborative

planning, information sharing, and decision making via cost effective, web-based mechanisms. These

developments not only facilitate intra-firm coordination across divisional/functional boundaries, but

also inter-firm decisions between customers and suppliers. In either case, the web-based platforms

provide universal access across geographically disperse areas where decision makers would be able to

communicate internally using corporate intranet, externally using extranet, electronic marketplaces,

or the Internet. While these e-business applications are quickly emerging in the software industry,

many current developments are simple extensions of the existing ERP paradigm, a paradigm that

seeks “total visibility” of system details in a top-down, hierarchical manner. This is accomplished

by maintaining painfully detailed information of all perceivable aspects of the organization using

sophisticated information and database management systems. This information must be kept up-to-

date since it serves as a basis for decision making throughout the system. For large-scale operations

involving multiple facilities or firms in a supply chain, this approach encounters major difficulties

in scaling up. To realize the full potentials of e-business, new design principles must be formed

that address the decentralized, heterogeneous, and asynchronous nature of modern enterprise decision

making. A fundamental departure is that in place of a centralized decision entity that collects and

dictates solutions, a diverse set of players with distinctly different preferences and incentives must be

accommodated and catered to.

In this paper, we intent to take a step toward this direction. We focus our attention on resource

coordination and scheduling, although many of the same principles apply to decision coordination in

general. We consider a simple setting where multiple agents must coordinate their use of a set of

resources. The coordination takes place via an electronic bulletin board or a web site that generates

and posts potential resource schedules. The decision makers state their preferences and criteria via

software agents. Each software agent votes for its choice of schedules based on its decision maker’s

preferences. After all agents state their preferences, the system determines the “best” schedule based

on a certain mechanism. Our aim is to use this simple schedule selection game to characterize the main

design principles of a distributed and asynchronous resource planning and coordination mechanism.

While the mechanism itself may be simple, significant difficulties may arise in practice as decision

makers choose to “game” the system and rip unfair benefits for their local interests. For instance, a

decision maker may state his (untruthful) preferences in such a way that more resources, or scarce

resources at a particular time, are allocated to him. This destroys credibility of the mechanism while

introducing instability that ultimately leads to inefficiency. Thus, the main focus of our analysis is on

the design of incentive compatible mechanisms, mechanisms that not only diminish agents’ incentive

to lie, but also provide incentives for agents to work toward the common good, i.e., system efficiency.
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These issues have been examined in other multi-agent systems where it is crucial to consider the

perspective of each agent and their economic incentives. Without proper incentives, agents may not

perform in a way that is aligned with the overall system goals. To ensure incentive compatibility

we need a reward mechanism for agents that would align their individual (local) interests with the

system-wide (global) objectives. To this end, we refine the description of the schedule selection game

as follows: the system proposes resource allocations for a particular period of time by posting a number

of alternative resource schedules (e.g., specifying which resources will be allocated for what type of

jobs over which particular time periods). Agents competing for the resources for their jobs have private

information concerning the true benefits of each schedule to the job types they represent. Agents are

to provide a valuation of each schedule and this information will be ultimately used to identify a final

schedule. Since each schedule allocates resources differently, agents could have drastically different

preferences over the schedules under consideration. As discussed earlier, there is no guarantee that

each agent’s reported valuation will be truthful as some may benefit from reporting a misleading

valuation. A primary issue is to design incentives that would elicit agents’ true preferences so that the

overall (true) best schedule could be selected. We will outline a mechanism that identifies the optimal

solutions regardless of the fact that individual preferences are known privately by each individual,

while various forms of manipulations or misrepresentations are possible.

Designing an incentive compatible procedure in such an environment is known as the mechanism

design problem, a subject of extensive study in the microeconomics and game theory literature [17].

We will focus on a specific subarea of this literature known as the direct revelation mechanisms.

Similar problems are studied in many different contexts and applications. The origin of all these

studies is the “optimal control problem” of a central authority who tries to control the agents in an

organization. The problem was first posed and studied as an incentive problem by Groves in the early

seventies [9, 10]. A reflection of this mechanism on a resource allocation problem in a decentralized

organization can be found in [13]. These procedures have been referred to as Groves mechanisms or

Groves incentive schemes. In a different context, Groves studies the problem of coordinating economic

agents’ decisions considering external effects [11]. This line of research goes back to Vickrey’s seminal

work on “counterspeculation” and design of second-price auction mechanisms [22]. Although there are

many applications of Groves mechanisms in the economics literature (see, e.g., Brewer and Plott [3]),

applications to modeling and optimization did not exist until more recently. A recent implementation

of this sort considers an incentive-compatible budget allocation problem for site decontamination

projects [5].

Groves [12] proposes a related but different approach around the same time he developed Groves

mechanisms. In this study, the presence of central control is no longer needed. He analyzes a collective

“public choice” problem where agents try to implement a “socially efficient” (or optimal) public

project. In this paper, we follow an approach closely related to this latter line of research where

the mechanism involves collective decision making and self-coordination of job agents rather than a
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center-based control approach (we provide a brief discussion on the latter issue in Section 4). As

common in all previous incentive compatibility studies, we will assume the existence of a transferable

commodity which is usually represented by “money.” We will consider self-interested agents who try

to maximize their local (net) utility as a combined function of their original utility and the amount

of reward (money) that the mechanism allocates. We interpret the original utility as “profits” that

an agent makes when a certain schedule is implemented. Without loss of generality, this assumption

simplifies the discussion of the mechanism since the original utility and the transfer have the same

unit (“money” or dollars). In Section 4, we discuss the implications and possible alternatives of this

assumption. In Section 2, we first outline a direct revelation mechanism for the schedule selection

game, and then discuss various properties and relevant game theoretic results such as the dominant

strategy equilibrium. We then investigate related issues such as the generation of candidate schedules

and the quality of the selected schedule through the mechanism. We give an example to illustrate a

typical implementation of the approach in a real-life scheduling environment in Section 3.

Using a multi-agent (or distributed) approach for decision making problems including resource

planning and scheduling is not new. For example, Sandholm [20] provides an overview of

several mechanisms such as Groves-Clarke mechanisms and bargaining in artificial intelligence-based

distributed problem solving. He explains the Groves-Clarke mechanism in the context of voting. He

also uses a task allocation problem as an example of Contract Nets where resource agents interact to

accept or reject individual contracts that allocate tasks to agents using a series of requests for bids

and awards. Similarly, Nisan and Ronen [18] gives a scheduling example to illustrate the incentive

issues in Vickrey-Groves-Clarke (VGC) mechanisms. Their scheduling problem focuses on single-stage

jobs on multiple, unrelated parallel machines. Again, agents represent machines and the main goal is

to devise mechanisms that elicit true processing time (or speed) information from machine agents so

that a machine-job allocation with minimal makespan is achieved.

In all these studies one common assumption is that there are multiple resources (machines or

processors) that are capable of performing jobs (tasks) and the agents that represent these resources

compete to win the jobs’ requests. This underlying assumption is the driving force behind the machine-

agent-based mechanisms whether they are contract nets or generalized VGC mechanisms. A study

that is closer to our study is conducted by Suijs [21] who uses a single-machine weighted flow time

scheduling problem to illustrate the difficulty of balancing the budget when a VGC mechanism is used.

In this example, the resource agent knows the job processing times, but the weights (or costs) are

private information of the job agents. The VGC mechanism is designed to extract cost information

from the job agents. Our study contributes to the existing literature by studying a more general case

of multi-stage, multi-machine environment with a set of pre-generated candidate schedules. Instead of

resource agents competing to win job requests, we examine the case where job agents compete for scarce

resources, as is the case in most manufacturing environments. We also discuss open research questions

of the scheduling mechanism such as budget balancedness, asynchronous decision making, and optimal
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schedule generation. We illustrate the use of our proposed mechanism in a web environment using a

numerical example drawn from an industry case study.

2 The Schedule Selection Game

We first define some notations used throughout the chapter: For a generic vector n-vector x, xi denotes

the ith element of the vector, i.e., x = (x1, . . . , xn), and x−i denotes n− 1-vector of the elements of x

without xi, i.e., x−i = (x1, . . . , xi−1, xi+1, . . . , xn). We use this notion of “others” (−i) to represent

the other agents’ actions/decisions with respect to the agent under consideration, agent i. Similarly,

for a given set X ≡ ∪Xi, we will use X−i to denote the set X without Xi. Thus, we can interpret −i

in the subscript as the original vector or set without the ith component, i.e., −i ≡ N \ {i}.
The schedule selection game can be described as follows. There is a set of job agents N , indexed by

i = 1, . . . , N , and a set of feasible shop schedules Y known to all agents. Each schedule is a complete

and feasible job-shop schedule where each job receives a particular block of resource time for each of

its operations. A job agent represents one and exactly one job in the schedule (the analysis of this to

the case where each agent is responsible for more than one job is possible and left for future research).

The impact (valuation) of any particular schedule to a job agent is private information only known to

the agent. The job agents must collectively choose an outcome consisting of (1) a shop schedule y from

the set of feasible schedules Y , and (2) transfers of a numeraire commodity (“money”) from/to all

agents, {δi}i∈N . Here δi denotes the amount of money transferred to (if positive) or from (if negative)

agent i. We assume that the preferences of each job agent over the outcomes are summarized by a

utility function ui. We also assume that an agent i only cares about the transfer δi and the profit πi

he receives from the schedule y:

ui(y, δi) = πi(y) + δi. (1)

Note that the utility ui of agent i does not depend on other agents’ transfers, δ−i. Thus, agent i

prefers outcome (y, δ) with schedule y and transfer vector δ ≡ (δ1, . . . , δN ) to another outcome (y′, δ′)

if and only if ui(y, δi) ≥ ui(y′, δ′i). For a classical JSP with total weighted tardiness objective, the

profit πi of an agent i can be interpreted as negative weighted tardiness costs that is converted to

monetary units. In the following discussion, we will use the generic term “profit” while keeping in

mind that it can represent a variety of objectives including weighted tardiness. Simply stated, the

schedule selection game is a decision procedure (a mechanism). Through the use of proper transfer

functions (incentives) agents will always reveal their true preference while the collection of all agents’

decisions correspond to the best solution possible for all.
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2.1 The Mechanism Design Problem

We now discuss several important properties of the schedule selection game using a game theoretic

framework. We assume that a job agent’s preferences are known only by the agent himself. In

a manufacturing context, the preferences may be motivated by delivery requirements or contractual

agreement specific to the job, the performance evaluation a product manager is subject to, or any other

constraints that may be considered “local.” Any decision procedure that is responsive to individual

preferences will require some type of communication or signaling of preference information. The

decision mechanism uses the communicated information to choose the “best” schedule among the

alternatives in Y .

We first define the schedule selection game as an N -person noncooperative game with incomplete

information. A mechanism Γ is a collection ({Mi}i∈N , h(·)) where Mi is a set of alternative messages

µi for agent i, and h(·) is an outcome function or allocation rule. Function h(·) specifies for every joint

message µ ≡ (µ1, . . . , µN ), (1) a collective schedule y, and (2) a transfer profile δ, that is h(µ) = (y, δ).

In the following discussion, we separate the outcome function into two parts, i.e., h(µ) = (y(µ), δ(µ)),

where y(·) and δ(·) ≡ (δi(·), . . . , δN (·)) denote the schedule selection function and transfer function,

respectively. Thus, we have a game composed of N players corresponding to the job agents. The

strategy set of player i is the message space Mi of agent i, and the preferences of player i over joint

strategies µ (messages) are defined by the utility function ui and by the outcome function h(·), i.e.,

player i prefers µ over µ′ if and only if ui(h(µ)) ≥ ui(h(µ′)). This defines an N -person non-cooperative

game of incomplete information since each player’s preferences are known only to himself.

Typically, in a game theoretic framework, the goal of a mechanism is to choose a particular outcome

using the outcome function h(·) for a particular realization of agents’ utility functions, say {πi}i∈N .

From a system optimization point of view, a desirable result would be to choose an optimal, or socially

efficient, schedule y∗, i.e., find a schedule y∗ in Y such that
∑

i πi(y) is maximized (Note that here

“optimal schedule” is equivalent to “socially efficient schedule” which is different when the auction

mechanism design is considered where “optimality” and “efficiency” differ in their objectives).

We say that mechanism Γ with outcome function h(·) = (y(·), δ(·)) implements an optimal schedule

y∗ if there is an equilibrium joint message µ∗ of the game induced by Γ whose outcome is y∗. Note

that the implementation of a particular outcome depends on the equilibrium concept used.

Since the specific form of the outcome function is a mechanism design choice, we seek outcome

functions that implement a particular schedule, more specifically an optimal one. From this point

of view, we are particularly interested in direct revelation mechanisms which normally involve two

stages: (1) In the first stage, each agent is asked to reveal his true profit from the schedules, i.e.,

each µi(y) is the value reported by i that supposedly represents the profit obtained by agent i if y

is selected. (2) After all agents report their values, the outcome function h = (y(·), δ(·)) chooses the
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maximizer of the total reported profit, i.e.,

y∗(µ) = arg max
y∈Y

∑

i

µi(y), (2)

as if all agents have reported their true profits, and the payments are made according to transfer

function δ(µ).

Note that if all agents truthfully report their profits, then the schedule selection function (2) finds

an optimal schedule y∗ in Y . In fact, this requirement of having the agents communicate true profits

is the essence of direct revelation mechanisms. However, because of the dispersed information and

individual preferences over schedules, it may not be in any agent’s best-interest to “tell the truth”.

For example, by reporting falsely his valuations of the schedules y, an agent may be able to secure a

larger transfer than necessary to compensate him for any change in y that his false reporting causes.

Thus, without a proper incentive scheme that induces “truth telling” behavior, an agent may lie

about his profits, with the intent to maximize his local utility, ui(y∗(µ)). Hence, the primary focus in

designing direct revelation mechanisms is on constructing a proper incentive scheme. Such schemes are

characterized by carefully designed transfer functions, δ(·), which is a part of the outcome function.

With such an incentive scheme, the agents voluntarily report their true profits. To formally study the

aforementioned issue of incentive compatibility, i.e., inducing truth telling as an equilibrium behavior,

we need to define a specific equilibrium for the game induced by the direct revelation mechanism.

In the following, we summarize the concept of dominant strategy equilibrium for the mechanism and

analyze its properties.

2.2 Dominant Strategy Equilibrium

Dominant strategy equilibrium states that each player plays his best strategy that is individually best

for him regardless of the strategy chosen by any other players.

Definition 1 (Dominant Strategy Equilibrium) For mechanism Γ with message space {Mi}i∈N
and outcome function h(·), a joint message µ∗ = (µ∗1, . . . , µ

∗
N ) constitute a dominant strategy

equilibrium if, for every i,

ui(h(µ∗i , µ−i)) ≥ ui(h(µi, µ−i)) ∀ µi ∈ Mi, ∀ µ−i ∈M−i (3)

where µ−i ≡ (µ1, . . . , µi−1, µi+1, . . . , µN ) and M−i ≡
∏

i′ 6=i Mi′ .

Thus, if a dominant strategy equilibrium exists for a mechanism, then each player would play

his dominant strategy regardless of other agents actions. For a direct revelation mechanism with

proper incentives, this means that every job agent has incentive to report his true valuation of the

schedules no matter what the other agents report since doing so maximizes his own (true) utility, i.e.,

µ∗i (y) = πi(y) ∀y ∈ Y .
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Assuming the schedule selection (2) of an outcome function, agent i, for every y, solves the utility

maximization problem

µ∗i (y) = arg max
µi∈Mi

ui(y∗(µi, µ−i), δi(µi, µ−i)) (4)

or

µ∗i (y) = arg max
µi∈Mi

πi(y∗(µi, µ−i)) + δi(µi, µ−i) (5)

for any µ−i ∈ M−i. Note that through messages the agent is able to affect both the final schedule

selection and his transfer which in turn influence the total payoff to agent i. As mentioned above, it is

the goal of the transfer function δ(·) to provide incentives to the agents to reveal their true valuations

regardless of what the other agents report.

Consider the case where transfers are all zero, i.e., δ(µ) = 0 ∀ µ ∈ M. In this case, ui(y, δi =

0) = πi(y). Thus, without transfers, each job agent will try to maximize his original profit when he is

asked to report his valuation of the schedules. As a self-interested agent, job agent i will not tell the

truth by using the following reporting rule (assuming minimum profit of 0 from any schedule):

µ∗i (y, δi = 0) =





Li if y = arg maxy′inY πi(y′)

0 otherwise.
(6)

where Li is a (large) number which may or may not be equal to true value πi(y). Hence, without

transfer, the agents tend to inflate the profit for their local best schedule, and report minimum possible

profit (0) for all others. Using these reported values, it is clear that the outcome function as defined

in (2) and δ(·) = 0 cannot implement an optimal schedule. In fact, the following proposition is a

special case of a result known as Gibbard-Satterthwaite Impossibility theorem [12, 17].

Proposition 1 A direct revelation mechanism Γ with schedule selection function defined in (2) cannot

implement an optimal schedule in dominant strategies if transfers are not allowed.

In fact, a specific form of transfer function known as Groves-Clarke incentive scheme (Groves [10,

12], and Clarke [4]) is sufficient to guarantee the implementation of an optimal schedule in dominant

strategies as outlined in the following proposition (Note how the net utility functions of the agents

and the joint profits are aligned through schedule selection and transfer functions).

Proposition 2 A direct revelation mechanism Γ = ({Mi}i∈N , h = (y∗(·), δ∗(·)) with schedule

selection function defined by (2) implements an optimal schedule in dominant strategies if, for all

i ∈ N ,

δ∗i (µ) =
∑

i′ 6=i

µi′(y∗(µ))−
∑

i′ 6=i

µi′(y∗−i(µ−i)) (7)

where y∗−i(·) denotes the outcome that would be selected without agent i’s messages, i.e.,

y∗−i(µ−i) = arg max
y∈Y

∑

i′ 6=i

µi′(y) (8)
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Proof: See Appendix A.

Note that any joint message µ with µi(y) = π(y) + Li ∀i where Li is now a constant does not

change the selection of an optimal schedule. Hence, the above proposition holds even if the agents

increase or decrease their respective profits by a constant amount. A direct revelation mechanism

Γ with outcome function h(·) = (y∗(·), δ∗(·)) (see equations (2) and (7) respectively) is known as

Groves-Clarke mechanism ( [9, 12, 4]. Since the G-C mechanism can be viewed as a generalization of

Vickrey’s second price auction, it is sometimes called Vickrey-Groves-Clarke (VCG) mechanism (c.f.,

Krishna and Perry [14]). Here, the second term on the right hand side can be interpreted as a charge

equal to the total profit that would be possible if agent i did not participate in the decision making

process at all (or equivalently, if he reported indifference, µi(y) = 0 for all i).

Note that agent i’s transfer δi in a Groves-Clarke mechanism is zero if his announcement does not

change the schedule selection relative to what would be optimal for agents N \ {i}, i.e., if y∗−i(µ−i) =

y∗(µ). It is negative if his participation causes the others to choose a different schedule, where the

agent is called pivotal. In this case, he pays the difference he makes on the others’ profits. In a way,

the payment represents the externality that i exerts on the other I − 1 agents by his (and his job’s)

presence in the process. Thus, in Groves-Clarke mechanism, all agents end up paying zero or some

positive amount of money (another AI-oriented application of Groves-Clarke mechanism can be found

in Sandholm [20]).

We showed that if the agents use a direct revelation mechanism with the outcome function defined

by (2) and (7), they will have a strong incentive to report their true valuations of the schedules, be able

to coordinate their individual preferences, and select an overall optimal schedule. However, we should

note that there are many issues to cover for a successful implementation of such a direct revelation

mechanism. We will analyze some of these in the following sections.

2.3 Participation and Asynchronous Decision Making

In the previous sections, we showed that each agent has an incentive to truthfully reporting his

local profit when asked. However, we did not question if the agents have an incentive to participate

in the “schedule selection” process in the first place. We implicitly assumed that all agents are

required to participate in the game without other alternatives. If the agents are free to participate

while full participation is necessary for overall system performance, then the individual rationality or

participation constraints should be considered in the design stage so that the agents are provided with

incentives to participate in the process.

We first analyze if total participation is necessary for the ultimate selection of the optimal schedule

(in Y ). This is also an important issue if the scheduling game is to be implemented asynchronously,

say on an Internet environment. We first note that even if an agent chooses not to participate, the

schedule selected without his participation will include his job. By design, a schedule selected with full
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or partial participation will be a complete and feasible schedule inclusive of all operations of all jobs.

Since the agents’ strategies are defined as messages, not as individual scheduling decisions, the only

part missing from a nonparticipant is his messages. In this case, the agent does not pay or receive

any transfer but is bound to accept the schedule that other agents collectively choose without his

input. Thus, we treat the non-participation of an agent as the case where he reports zero profits for

all schedules in Y , i.e., he is indifferent for all schedules.

This fact allows us to analyze a form of asynchronous decision making in the schedule selection

game. For instance, the schedule selection function can be activated any time to find the current

best schedule with potentially partial messages. Without waiting for all of the messages from all of

the agents, the outcome function can select a schedule with respect to the currently reported values

from currently participating agents. More importantly, once having submitted his message, there is

no need for an agent to revise his message, regardless of which other agents will end up participating.

This results in two properties potentially useful for asynchronous applications: (1) the agents do not

have to report their profit functions simultaneously, and (2) the agents do not have to report their

profits for all the schedules, i.e., they may report on a subset of the schedules.

Before starting a formal analysis, we recall that with a Groves-Clarke mechanism if all agents

report their profits for all schedules, an optimal schedule in set Y will be selected. We define this as

the full participation case in which y∗ is the selected schedule. Consider also an alternative, partial

participation case, where a subset of agents do not participate (by choice, due to communication

delays, or early activation of allocation function) while the rest report for all of the schedules. To

analyze this case in more detail, let I and I ′ be a partition of set N , i.e., I ⊂ N , and I ′ = N \ I.

Consider first the case where agents in I ′ participate the game, and collectively select a schedule

y′ which might potentially be different from y∗:
∑

i′∈I′
πi′(y′) ≥

∑

i′∈I′
πi′(y) ∀y ∈ Y (9)

This is also valid for y = y∗. From the optimality of y∗ for all agents, we also know that
∑

i∈N
πi(y∗) ≥

∑

i∈N
πi(y) ∀y ∈ Y. (10)

Writing inequality (10) for y = y′ and splitting the summations on both sides into partitions I and

I ′, we obtain: ∑

i∈I′
πi(y∗) +

∑

i∈I

πi(y∗) ≥
∑

i∈I′
πi(y′) +

∑

i∈I

πi(y′) (11)

From inequalities (9 for y = y∗) and (11), we can obtain
∑

i∈I

πi(y∗) ≥
∑

i∈I

πi(y′) (12)

This means that when N = I
⋃

I ′ collectively select y∗, if agents in I ′ collectively select y′ 6= y∗ then

I as a group must choose y∗. Hence, if a subset of I does not participate the game, the selection by
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participating I ′ might be suboptimal. On the other hand, the fact that the selected schedule would

be optimal when participating group is I shows it is possible to obtain an optimal schedule without

full participation.

Consider agent i′ in I that is pivotal in full participation case, i.e. without agent i′, the rest would

choose some schedule ỹ instead of y∗,

∑

i∈N :i 6=i′
πi(ỹ) ≥

∑

i∈N :i 6=i′
πi(y) ∀y ∈ Y. (13)

In particular, this inequality is true for y = y′ and y = y∗. Writing this for y = y′ and splitting the

summation on both sides to the subsets I and I ′ lead to the following:

∑

i∈I:i 6=i′
πi(ỹ) +

∑

i∈I′:i6=i′
πi(ỹ) ≥

∑

i∈I:i 6=i′
πi(y′) +

∑

i∈I′:i 6=i′
πi(y′) (14)

Observing that i′ is not in I ′ and that I ′ collectively selects y′ (Inequality 9), we obtain

∑

i∈I:i 6=i′
πi(ỹ) ≥

∑

i∈I:i 6=i′
πi(y′) (15)

which means that I \{i} selects schedule ỹ which could be different from y′ and y∗. This in turn leads

to conclude that i′ also becomes a pivotal agent in partial participation case when the participating

subset is I.

A similar analysis for an agent that is not pivotal in full participation case reveals that the agent is

also not pivotal in partial participation case with participating group of I. Hence I without non-pivotal

agent i′ would still choose y∗.

Although this ex post analysis is useful, in practice the schedule selected without some critical

agents may be suboptimal, i.e., y∗(µI′ = πI′) 6= y∗(µ = π) when participating agents I ′ collectively

choose a schedule different from y∗. Hence, for the full “utilization” of the mechanism (to select the

best schedule in Y ), we need to guarantee participation from a set of critical agents. In general, as

mentioned above, the mechanism designer needs to consider individual rationality or participation

constraints to have (all) the agents participate the process. Thus, an efficient mechanism must

guarantee that agents will not be worse off by participating in the mechanism. Since we cannot

discriminate agents, we cannot consider the participation constraints only for certain agents, i.e., the

constraints must be considered for all the agents. One common assumption is that non-participants

are not rewarded or charged any transfer.

Normally, these constraints take the form of

ui(y, δi) ≥ IRi(·) (16)

where IRi is the “break-even” payoff of agent i which in general can be a function of his profit function,

outcome function, etc. In its simplest form, IRi can be 0, for example, if we assume that every agent’s
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utility from not participating is 0 (In the scheduling context, this can be the case where the agent’s

job is left to the next planning horizon, where the profit from the schedule can be normalized to lowest

possible profit 0). Another simple form is to have IRi depend on a default schedule that would be

chosen when there is no full participation (coordination). If we denote this by ȳ, then

IRi(ȳ) = πi(ȳ). (17)

This means that, for every agent, the mechanism should guarantee a positive gain from participation

with respect to the “uncooperative” solution. In a more general case, IRi can depend on the outcome

function, y∗. This might be the result of externalities exerted by participants on non-participants,

which is definitely a case in our setting. Hence, if each agent is to consider a “worst case scenario”

for IRi, i.e., the profit from a schedule that can be selected by the others without his input, the

participation constraints take the form

ui(·) ≥ πi(y
′
−i(µ−i)) (18)

where y
′
−i(µ−i) denotes the schedule selected without i’s messages that would possibly minimize his

profit.

There are different levels of implementation of the individual rationality constraints, such as ex

ante, interim, and ex post individual rationality [17]. In general, satisfying all IR conditions at the same

time may not be possible. We can show however, some interim and ex post participation constraints

are readily satisfied by using the Groves-Clarke mechanism. For example, if we let y
′
−i(µ−i) to be the

schedule selected by the other agents in the dominant strategy equilibrium, i.e.,

y
′
−i(·) = y∗−i(·), (19)

then we can show that ex post IR constraints are satisfied. To show this, we only need to prove that

the payment by agent i in equilibrium does not exceed the potential increase in his profit between the

schedule selected by the other agents and the optimal schedule, i.e.,

−δ∗i (π) ≤ πi(y∗(π))− πi(y∗−i(π−i)). (20)

Satisfying the more demanding participation constraints is not obvious, and there has been some

negative results reported in this regard [12]. This is magnified when the agents have a large negative

impact on other agents’ profits as in our case: Job agents compete for resources to finish early, and

in general, a high profit for a job might mean a low profit for another. Thus, an effect of cooperation

might be to choose a schedule that significantly reduces an agent’s (before transfer) profits from

what the agent could achieve when there were no cooperation. In this case, if the participation is

voluntary, then the agent would not have an incentive to participate in the mechanism. One possible

solution of this difficulty is to constrain the mechanism such that the agents have positive benefits

from cooperation in long-term expectation. This means that the agents will gain from participation
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in the long run over repeated runs of the mechanism. See [11] for an example. We will leave this

subject for future study.

2.4 Budget Balance

An issue in transfer-based mechanisms is to have the total transfers satisfy the budget balance

constraint. For example, one mechanism designer may need to have a nonnegative total transfer

or non-positive total transfer, or even more demanding, zero total transfer, i.e., fully balanced budget.

In a centerless Groves-Clarke mechanism such as ours, one reasonable requirement might be that no

outside source of financing is allowed, i.e.,
∑

i

δi ≤ 0, (21)

This is easily satisfied by the Groves-Clarke transfer function outlined above. In this case, all agents are

charged some nonnegative amount, usually total transfer being strictly negative. A more demanding

requirement is that of having the total transfer zero. This requirement correspond to a fully balanced

budget, denoted by the constraint ∑

i

δi = 0. (22)

Note that, in this case, some δi will have to be positive, i.e., some agents will be paid a positive amount.

Since the total monetary transfer is zero, we can interpret this as having some agents pay other agents;

but there is no fund enters or leaves the system. However, it has been shown that, in general, there

is no direct revelation mechanism that both implements an optimal solution in dominant strategies

and satisfies balanced budget constraint for every possible message profile [8]. Thus, the presence of

private information means that the agents must either accept some waste of funds (
∑

i δi ≤ 0) as

in the Groves-Clarke transfers, or give up on finding the optimal schedule at all times. If Bayesian

incentive compatibility (as opposed to dominant strategy incentive compatibility) is acceptable for

mechanism design in this context, then it is possible to devise a transfer function that will induce

incentive compatibility on the expected values. Such mechanism is first proposed by Arrow [1] and

d’Aspremont and Gerard-Varet [6] (AGV mechanism that does not guarantee IR). This is recently

refined by Krishna and Perry [14] to include individual rationality.

A rather simple way to overcome the budget balancing problem in dominant strategies is to

introduce a center agent whose preferences are known, or who has no preferences over the schedules.

This center agent’s utility might be set as u0 = t0(µ) which summarizes that he only cares the

transfer but not the schedule selection. In this case, if we set δ∗0(µ) = −∑
i∈N δi(µ), then the Groves

mechanism both satisfies the balanced budget requirement and selects the optimal schedule. The

center agent collects all the payments from the agents which guarantees a nonnegative profit for him.

In fact, we can interpret the center agent as one who designs and implements the mechanism, while

managing the schedule selection and the transfers among the job agents.
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3 An Industry Case and Illustrative Example

3.1 Background

In this section, we use an industry case study to illustrate how the schedule selection game outlined in

the previous section can be implemented in a web-enabled environment. We base our example on real

scenarios and data collected from an electronics assembly plant and their customers. The plant makes

electronic components for automotive manufacturers worldwide. These components include electronic

engine control (EEC) modules, anti-lock brake systems (ABS), and others. Products made in the plant

are organized by product families, each having a product manager who not only oversees the production

of her products, but also keeps close communication with her customers and suppliers. By nature of

the business, each product manager has a distinctly different set of constraints and preferences driven

by delivery arrangements, demand characteristics, quality and technological specifications, and other

contractual agreements with the customers and suppliers. Nonetheless, the product managers must

compete for a set of common resources while trying to maximize her own interests and preferences. In

our example, the shared resources are a collection of automated production lines called the consolidated

surface mount device (SMD). Approximately 80% of all electronic products in the plant go through

this area, where a pick and place process using a series of SMD machines and testing stations form the

main operation. The focus has been on maximizing the efficiency of the capital intensive SMD area

while aligning plant-wide objectives with product level requirements so as to maintain responsiveness

to customers.

The current system relies on a centralized scheduling system which collect all relevant information

from the product managers and store this information in a scheduling database. For the most part, the

scheduling software ignore the preferences of the product managers and considers only hard constraints

such as the availability of raw material or subassemblies. A schedule with a three-week horizon is

generated. The first-week schedule is implemented while the remaining two-weeks are overridden by

the three-week schedule generated in the following week. It is a frequent complaint by the product

managers that this system is too rigid to take into consideration preferences and special considerations

that would better serve the customers. The latter is typically handled by expediting orders when a

special mandate is given to speed up a certain customer order. The process of ad hoc expediting

diminishes the benefit of systematic schedule optimization, among other unintended drawbacks. In

spite of significant investment in the scheduling software, the overall customer satisfaction is low. In

several occasions, the plant lost major customers due to its inability to compete with smaller more

flexible operations elsewhere.

A scheduling system which takes the customers’ preferences into consideration (via the product

manager who represent the customer, or directly from the customers) is desperately needed. A web-

based platform would be ideal in this situation but the system must be sufficiently transparent such

that the decision makers involved understand the basic operation of the system. Further, the system
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must accommodate asynchronous decision making if possible in that players do not need to show

up at the same time, and the exact point in time they participation (before a certain deadline)

does not influence the outcome significantly. The schedule selection game have desirable properties

in this regard (although not perfect) in that the system is relieved from collecting detailed specific

information concerning the customer preferences, but instead proposes a large number of feasible

alternatives (from the resource utilization point of view), and allowing the decision makers to assess

the merit of the alternatives based on their preferences. This mode of operation is similar to that

of an open auction, where the players communicate their private information via a simple valuation.

The process is asynchronous as when the valuation is provided do not influence the schedule selection

so long as it is provided within a certain deadline.

3.2 A web-based Implementation

To illustrate the significance of private information and local constraints a job agent maintains, the

issues surrounding order due-dates provide good examples. Order due-dates are at best moving targets

subject to frequent revisions from the customer (via electronic schedule releases, or informal off-line

communications). Worse, due-dates are often coupled with business issues such as pricing, potential

discounts, consolidation of freights due to transportation or container restrictions, future order status,

long-term good will, and inventory restrictions. In other words, behind a simple due-date performance

measure there is a significant amount of private information only known to the product manager in

charge. As one of the product managers stated, the managers may spend more than half of his/her

time dealing with these customer related issues. This does not even include other product-specific

issues related to component suppliers, transportation service providers, or the policies and reward

systems specific to the facility, all of which influence a product manager’s decisions.

We do not expect to capture all of these issues in an informal and substandard process such as

the current practice used in the plant. Our suggested solution for this and related incentive issues

is to implement the scheduling game-like environment using a web-based interface. The environment

would include (1) a common database that would keep the resource requirements for each order/job

and other relevant data, (2) a software engine that would reside on a host machine and generate

the candidate solutions to post on the electronic bulletin board on the web, and (3) a web-based

user-interface on local computers that can be customized depending on the manager’s preferences.

A visual representation of the system is depicted in Figure 1. Knowing that the schedule selection

game has nice theoretical properties, we see the main implementation issue is to provide the right

incentives to the managers and let them play the computerized version of the game. The reflection

of that in the plant execution is to induce some form of “transfer” among the managers, for which

we need to define “transferable commodity.” Leaving the explicit discussion of the social and ethical

issues of introducing monetary transfers among the managers for later, we will focus on the web-based

15



implementation here, which we explain below.

First, the software engine generates alternative resource schedules using the common database

that provides resource requirements for each job. Each schedule has all the jobs of all the managers,

i.e., each schedule is complete and feasible. We can think of these candidate schedules as collection

of Gantt charts, each of which in turn is a feasible combination of job schedules. Assuming that each

product manager is responsible from a distinct subset of jobs, the web-based user interface for a specific

product manager displays the relevant portion of each schedule. That is, each product manager is able

to see how the resources are allocated to their jobs in each of the alternative candidate schedule. For

instance, Figure 2 presents how such a view can be constructed from the second agent’s allocations in

eight different schedules generated in the numerical example below. Not only hiding others’ schedules

is desirable for information privacy purposes, but also a manager need not to see the allocations of

other jobs since each manager’s performance depends only on his jobs’ allocation and his transfer.

The managers (or possibly software agents that represent the managers) then provide, through

the web-based interface, their own valuation for each schedule using their own criteria based on their

private information. When all job agents provide the necessary valuation, the engine selects the

schedule with the maximum total reported utility as an outcome of the mechanism, and the transfers

are calculated and executed. (In the following example, to simulate this process, we use the negative

value of weighted tardiness for all utility measures, or equivalently, we minimize weighted tardiness

as “disutility”).

Note that the effectiveness of the proposed web-based mechanism depends on the efficiency of

the inter-agent communication for collecting and communicating schedule valuations, especially if the

schedule selection has to be done quickly. First, there might be many schedules to be evaluated by the

agents although we use 8 schedules in the following example that follows to illustrate the process with

a manageable size. Second, there are software design and engineering issues that have to be addressed

to facilitate efficient communication among the agents. We can list the following issues that have to

be addressed in a successful web-based implementation:

• One has to address how the human decision makers will interact the overall mechanism. Mainly,

how sophisticated will the software agents be and how is the human-software agent interface

handled?

• One must also address the database issues: Where and in what format will the common database

be held? Is the inter-operability of agents’ systems essential or could they be cross-platform in

data handling?

• How and in what format is the data communicated among the agents, and between the agents

and the system? There have been several proposals for inter-agent communication in the past

in the form of KQML (Knowledge Query Manipulation Language), and more recently in the
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Figure 1: A schematic view of the electronics plant’s distributed environment and shared SMD

resources. Here we show only three product managers and their lines that share SMD resources.

The three lines are Anti-lock braking system (ABS), Electronic engine control (EEC), and Electronic

speed control (ESC).
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Figure 2: A schematic view of job 2’s resource allocations extracted from 8 candidate schedules.

Shaded box for each schedule shows the resource allocation for job 2, and the values on the horizontal

axis denotes the completion time of the job if the corresponding schedule is used. Profit valuations

are expected to be entered by agent 2 on a Web-based form.
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form of XML. For example, Genesereth and Ketchpel builds a Agent Communication Languge

(ACL)based on KQML specifications [7].

• Once the agent messages are communicated, in what format will the selected schedule be

broadcast to the agents? Will there be an electronic mechanism to handle the transfers?

Of course we should note that these issues are inter-dependent, i.e., decisions made for one level

affect the choices and then the decisions at the other levels. For example, the database choice affects

directly what communication languages are available, and which one is chosen. We finally depict

typical interdependencies and flow of data in Figure 3 using a 3-agent example.

3.3 A Numerical Example

We now construct a numerical example to illustrate some of the finer points of the schedule selection

game and its associated web-based mechanism. The numbers used in the example are from real data.

We make the following implementation assumptions:

• We assume that a primary concern of each job agent is to meet the job due-date.

• We assume that lot sizing and routing decisions are made before scheduling decisions. This

assumption leads to two important simplifications: (1) setup times can be added to the

processing times of the jobs, and (2) the problem can be decomposed into a series of single

machine problems since the machine assignments are made through routing decisions. We use

the lot-sizing and routing decisions made by the scheduling software that has been implemented

in the plant during the test period. Note, however, any algorithm can be used instead. Hence, we

can think of the scheduling process as an integral part of a larger planning/routing/scheduling

decision structure where the higher-level decisions are an input for our scheduling process.

• At any one time there may be thousands of jobs in the system database. To limit ourselves to a

reasonable number of jobs, we constructed a “candidate job set” which have due dates smaller

than a certain threshold value. In this way, we eliminated jobs that would not be scheduled in

the current planning horizon even if they were considered. In the following numerical example,

we excluded the jobs (i.e., did not place them in the candidate job set) with due dates later than

10 days from current date.

• We assume hourly time buckets for our discrete time model of the scheduling problem. Due to

this, we needed to consolidate really short jobs to form “super” jobs that have sizes comparable

to our time bucket. We use the same planning horizon (5 days, 120 hours) that is employed in

the plant’s current practice.
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Formally, each job agent i, and his job, can be represented by a 4-tuple (ai,mi, pi, di), where ai is

the release time (or earliest start time) of job i, mi is the SMD machine that the job is assigned, pi

is the processing time requirement on machine mi including setup time, and di is the derived job due

date. To construct the candidate schedules in set Y , we used the Lagrangean-based auction-theoretic

algorithm developed in our earlier studies [15, 16]. Thus, we have a set of feasible schedules from

which we form the schedule selection game.

We construct a “utility” evaluation table to be filled by the job agents which represents a depiction

of potential web-based interface. Each job agent has access to his part of each schedule and fills a

value for each schedule in a space reserved for it (see Figure 2. See Table 1 for an example of such a

valuation table which could be easily implemented on a web-based system. In this example, we have

33 jobs to be scheduled on a single SMD machine. Note that similar tables can be constructed for

other jobs and resources since they are independent in our current setting. In the more complex job

shop scheduling problem, we would still have a single table for relating the jobs to each schedule. To

have a manageable size example, we have created 8 schedules. Each job agent in this example fills the

tardiness values for each of these 8 schedules. The table shows the (truly) reported tardiness values

(µ∗i (y)) for each job under each schedule.

Using these reported values, the Groves-Clarke mechanism selects a schedule using the

minimization version of the schedule selection function y∗(µ∗) (our goal is to minimize total disutility

or total weighted tardiness). Thus, the selected schedule (y∗) is the last one (schedule 8) in the table

with a total tardiness of 185. The mechanism next calculates the transfers from agents. Recall that,

to calculate Groves-Clarke transfer for agent i, we need to find what the other agents would select

without i’s messages, y∗−i(µ−i). The column titled y∗−i lists the schedules that would be selected if

the corresponding agent did not report any values. Note that if an agent does not affect the others’

selection (i.e., y∗−i = y∗ = 8) then his transfer is zero, otherwise he pays the increase that he causes

on others’ total tardiness. Consider, for example, job number 6. Without job 6’s reported values,

the others would select schedule 1 with total tardiness of 172 (= miny∈Y

∑
i′ 6=6 µi′(y∗−6(µ−6))). The

difference between the tardiness of schedule 8 and that of 1 can be seen due to the involvement of job

6. Thus, the agent for job 6 pays the difference: 185 − 172 = 13. Note that even after paying this

amount, the agent’s total cost (tardiness + payment) with the selection of schedule 8 is 13 (= 0 + 13)

which is still lower than what would be if the other agents collectively selected schedule 1 (13 < 29)

without his participation. We can show that this is true for every job agent. The agents with negative

transfers (1, 4, 6, 8, 15, 19, 26, 27, 30, and 31) are charged 129 units in total, i.e., they pay this amount

to collectively select schedule 8 instead of another alternative. The last column in the table lists the

agents’ total costs after transfer. Finally, note that, although each agent individually has a positive

benefit with respect to what the others would choose, it may be worse off with respect to another

schedule. For example, agent 6 pays 13 (with total cost of 13) but there are in fact schedules with

his tardiness values of 8 or even 0 (assuming these are without transfers, recall individual rationality
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Table 1: An example valuation table for the Groves-Clarke mechanism for 8 schedules of 33 jobs

Schedules (y ∈ Y )
Job (i) 1 2 3 4 5 6 7 8 y∗−i −δ∗i πi − δ∗i

1 36 4 4 4 4 0 0 0 1 20 20
2 7 6 11 9 9 0 0 0 8 0 0
3 4 11 0 0 0 21 0 4 8 0 4
4 0 14 0 0 0 0 15 0 7 9 9
5 0 0 0 0 0 0 0 22 8 0 22
6 29 0 0 8 8 0 0 0 1 13 13
7 8 19 24 10 10 0 0 0 8 0 0
8 0 16 0 0 65 0 17 0 7 11 11
9 16 0 5 12 12 0 0 0 1 0 0
10 0 2 7 14 14 0 0 0 8 0 0
11 0 25 30 14 18 0 0 0 8 0 0
12 0 27 32 16 15 0 0 0 8 0 0
13 0 6 11 16 16 0 0 0 8 0 0
14 0 6 11 16 16 0 0 23 8 0 23
15 0 14 0 0 0 21 15 0 7 9 9
16 0 7 12 17 17 0 0 24 8 0 24
17 26 21 1 21 0 63 68 67 8 0 67
18 0 32 37 17 16 0 0 0 8 0 0
19 29 37 8 8 8 0 0 0 1 13 13
20 0 36 38 18 17 0 0 0 8 0 0
21 11 39 41 13 13 0 0 0 8 0 0
22 0 17 19 20 20 20 0 0 8 0 0
23 0 0 0 0 0 0 5 5 8 0 5
24 0 18 20 21 21 21 0 24 8 0 24
25 0 0 0 0 0 0 4 4 8 0 4
26 0 18 0 0 67 0 19 0 7 13 13
27 0 20 0 0 69 0 21 0 7 15 15
28 14 48 10 16 16 0 0 0 8 0 0
29 0 21 1 21 70 0 0 0 8 0 0
30 1 25 25 26 26 26 0 0 6 5 5
31 8 29 29 30 30 30 27 0 7 21 21
32 0 52 52 19 18 0 0 0 8 0 0
33 12 0 61 11 54 4 0 12 8 0 12

Total 201 570 489 377 649 206 191 185 129 314
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conditions). In fact, some agents (including 6) are worse off even when their total costs are compared

to the mean tardiness for which a schedule is randomly (with equal probability across schedules)

selected from set Y .

4 Discussion

We now discuss several interesting issues related to incentive compatible schedule selection in light of

the illustrative example.

4.1 Generation of Schedules

A direct revelation mechanism for distributed scheduling involves many inter-related issues in order

for it to be implemented successfully: First of all, we need to address the question of how the schedules

collected in set Y are generated. Obviously schedules in this set affect the quality of the final schedule

selected in a direct revelation mechanism. It is also important since it affects the computational

implication of the overall mechanism. We already argued that a schedule generation engine on a host

computer with a common database would be able to generate candidate schedules and post them

using a web interface to each agent. Here we discuss the selection of the algorithm used in this engine

so that we achieve certain final quality and control the computational burden.

We first assume that each schedule in Y represents a feasible resource (time periods) allocation

from the shared resources to the job agents, i.e., in each schedule, non-overlapping contiguous blocks

of time slots from each machine are assigned to the job agents for their respective operation on that

machine. We may interpret the set of the candidate schedules as a collection of Gantt charts. Thus,

we can identify a schedule y in set Y by using job - machine - time slot assignment indicators such as

Xikt(y) = 1 if job i is assigned to time slot t on machine k in schedule y (or equivalently a starting

time and a completion time for each operation). In this representation, a job agent does not need to

know the full schedule (related to the others) to compare the schedules; knowing his own assignment

is enough to compute his net utility. A job agent can compute the value of a schedule (profit that it

can make or tardiness costs) by using the part of the schedule that is related to his job. If we collect

all the time slots assigned to agent i in Xi(y) ≡ {Xikt(y)}k=1,...,M,t=1,...,T , then the job agent can

compute his profit by using Xi:

πi(y) = πi(Xi(y)) (23)

We know that the number of schedules to be presented to the agents are limited by computational

resources, such as memory and computer time. One possibility is to consider all feasible schedules

that make up the original scheduling problem among the job agents. For example, if the problem

is a classical job shop scheduling problem (JSP) then there are exponential number of schedules

(all semi-active schedules for regular performance measures such as weighted tardiness) from which
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we can choose our candidate set of schedules. An important issue is then which schedules for the

original scheduling problem should be put in the set of “candidate schedules” Y . An interesting but

somewhat trivial result regarding the quality of the final schedule collectively selected is that if the set

of candidate schedules Y consists of an optimal schedule of the original scheduling problem, then this

schedule will definitely be selected through the mechanism, i.e., if Y is guaranteed to have a certain

performance guarantee on the total profit, then the schedule selected using the schedule selection

function has the same performance guarantee. This is summarized in the following proposition.

Proposition 3 The Groves-Clarke mechanism is guaranteed to choose a global optimal schedule of

the original problem and achieve the optimal joint profit if the set Y consists of an optimal schedule,

i.e.,
∑

i πi(y∗) = v(JSP ), where v(JSP ) denotes the value of a (global) optimal schedule.

Then the remaining question is: How do we select a subset of good schedules to be placed in set

Y ? What if we are interested in including the optimal schedule in this set? We list several alternatives

for the construction of the candidate schedule set as follows:

• Historical information: In most practical environments, schedule selection is not a one time

process, but an exercise to be repeated time and again. In this case, an important source

of information for the generation of quality schedules is the performance of those selected in

the past. Schedules that have been implemented in the past, with their realized performance

measures kept in a common database, may help identify promising schedules for the current

selection process. Of course the usefulness of the historic information depends on the variability

of problem instances over time. Suppose that every week a similar set of jobs (similar routing,

processing, release and shipment requirements) compete for shared machines. It is likely that the

past performance might reveal patterns in the schedules that can be used to generate candidate

schedules.

• Preprocessing : We can view the schedule selection game as a stage in a distributed scheduling

procedure preceded by a preprocessing or screening stage. In this view, a set of high-quality

schedules are collected in set Y in the preprocessing stage. The two methods outlined in our

previous works [15, 16] will be useful to isolate good quality candidate schedules. These are in

fact what we used to generate the candidate schedules in the example above. The feasibility

restoration routine applied to a Lagrangean schedule as outlined in [15] will produce a number

of schedules which can be placed in set Y . In [16], we showed that one of a small number of

precedence (or ranking) constraints must hold in an optimal solution. A preprocessing stage will

involve fixing one out of these alternative precedence constraints among the jobs and generating

different schedules, each with a different alternative ranking fixed. Since, we know that this

preprocessing does not eliminate the optimal schedule, the schedule selection mechanism will be

able to select the optimal schedule for the original problem. The only prohibitive element of
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this type of preprocessing is the number of the candidate schedules allowed, that is, the size of

Y . This may be controlled to a certain degree by effectively excluding some of the ranking from

consideration although a fully optimal schedule cannot be guaranteed in this case.

• Another rather different alternative is to have the agents propose full feasible schedules that are

supposed to improve a default schedule that will be implemented in case any better schedule

is not proposed for a certain time period. One such implementation for train scheduling can

be found in [2] where the agents are provided with the incentives, i.e., rebates from the global

performance improvement, to propose high-quality schedules. Note that, in this case, although

the generation of schedules are carried out along with the on-line selection of a schedule, the

private information assumption is rather destroyed since each agent is assumed to have full

information to propose a fully feasible schedule. We should also note that this will increase

the web-based interaction (communication) between the agents and the scheduling engine that

processes the proposed schedules.

We should point out that these methods are not mutually exclusive, i.e., they can be combined in

a single process to make the candidate schedule set smaller and more effective in finding an optimal

schedule.

4.2 Aligning Original Performance and Transfers

As we have outlined above, an issue is to align the “normal” performance measure (e.g., weighted

tardiness) with the unit of transfers. This is a prerequisite for a sensible “utility” definition of the

agents, i.e., after-transfer (net) performance, ui(y) = πi(y) + δi. The agents should take into account

the effects of transfers as well as the initial performance. In the mechanism design literature, both

the initial performance and the transfers are interpreted and expressed in monetary terms, which is

what we did in our discussion. Earlier studies overlooked this important issue. For example, Nisan

and Ronen [18] ignored this alignment issue although machine agents announce processing times for

their valuation functions and transfers end up being in time units in their mechanism.

For this problem, we think there is not a single universal solution since the original performance

and transfers can be in any units. We at least observe that when the two are not in the same units, we

need a normalizing function to convert the initial performance such that the overall utility makes sense

for the agents. For example, one can use a function that calculates actual tardiness costs including

any late charges or express shipments costs. Thus, the “profit” of agent i is defined as

πi(y) = f(Ti(y)), (24)

where Ti is tardiness of job i (which itself is a function of completion time) in schedule y and f is

a conversion function. Note that the argument of the function can be generalized to include other
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parameters (price, flow time, resource usage, etc.) that might be affected by a schedule. A simple

conversion function might be as simple as a linear revenue function:

f(Ti(y)) = Pi − wiTi(y), (25)

where Pi is the price of the job (i.e., the agent is paid Pi when the job is completed and delivered),

and wi is the penalty that the corresponding agent i has to pay for every time unit that his job is late

(over the job’s due date).

Furthermore, the transfers should be explicitly processed through actual transactions so that the

transfers can affect overall utility of the agents. Considering that actual monetary transactions can be

difficult to implement in a intra-plant competition and coordination, we may imitate the environment

by distributing some type of “currency” (chips or tokens) to the agents and allow them to spend

for better scheduling selections. In this case, each agent has a number of tokens that could be used

to “pay” transfer amounts over a certain time period (say a month or a quarter) that spans more

than one “scheduling game” instance. If the agents get a new set of tokens every scheduling instance,

then there would be no effect of tokens on the valuation revelation. The limited number of tokens will

force the agents strategize about how they allocate the tokens over multiple scheduling instances: If an

agent who has spent most of his tokens in early games may not have enough to support his preferences

later, which will have desirable effects on the fairness too. An issue that might be important in the

implementation of this approach is the question of how the tokens are allocated to the agents in

the first place. Knowing that some jobs and customers are more important than others, uniform

(or equal) distribution of tokens may jeopardize the performance of certain job agents unnecessarily.

For example, Pinedo [19] proposes to allocate the agents a budget that depends on the important

characteristics of their jobs: total processing time requirement, weight, due date tightness, etc.

Another alternative is to align the incentives of the agents with their original performance using

an “evaluation measure.” In this way, the compensation to an agent will directly depend on the

evaluation measure, which is the net utility of the agent after transfers. Note that in the latter

interpretation, we assume the existence of a controller or a “center” that rewards or punishes the

agents depending on their realized evaluation measures. This is the original view of Groves when he

developed his incentive scheme for “optimal” organizational control. Here the major assumption is

that the center has the capability to observe the agents’ performances without any error so that he

can calculate agents’ compensation whether it is a reward or punishment. We give a more detailed

discussion about this in the next subsection.

4.3 Coordinated Scheduling with a Central Authority

We have presented the mechanism in the previous sections as a collective decision making process

without a center. However, it may be modified to accommodate a central authority. For example,

if we assume that (1) the center is responsible for generating the schedules in set Y , (2) selects a
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mechanism with a message space and an outcome function that chooses a schedule and arranges the

transfers, and (3) collects money from the agents with negative transfers and pays to the agents with

positive transfers, then there are only technical differences which are not critical for our analysis.

However, if we consider a central agency who makes decisions that may influence the agents’

decisions and who has authority over the agents’ actions, the issues differ significantly. The center

here may allocate resources (e.g., time windows on machines assigned to job agents) that limit the

decisions left to the local agents, and he/she may choose to reward or punish the agents depending

on their actual performance (note that in the extreme case, the center’s decisions may induce exactly

one solution in the agent’s feasible space). The main difficulty for an “authoritarian center” while

making these decisions is that he/she may not have perfect information about local constraints and

preferences so that sound decisions may not be possible, or alternatively, it may be essential to

elicit private information from the agents in order to maximize the center’s utility. Since the overall

performance is the result of decisions by both the center and the agents, the nature of the coordination

and the balance of the authority present a significantly different design problem.

We note the following differences as compared to the centerless design:

• The main issue here is to elicit private information from the local agents so that (1) the center

makes the best allocation of shared resources, and then (2) the agents make best local decisions

that are aligned with the global objectives.

• The center might have different incentive schemes that are compatible with the overall objective.

One common tool is an evaluation measure for the agents that has been used in other Groves

mechanisms (see, e.g., [13]). When the compensation to an agent is tied to the evaluation

measure of the agent, the incentive compatibility is assured. As expected, the form of the

evaluation measure function is similar to the net utility function defined in previous sections.

• For this mechanism to be implemented, we need to assume that (1) the center can enforce

resource assignments but he has no control on the local decisions of the agents, and (2) the

center can measure the final performance of the agents at the end of the execution of a schedule

(realized values of profits) and reward or punish them according to these realized performances.

Hence, the center is assumed to have a role of both a decision maker and a controller. Thus, the

mechanism is not only a direct revelation mechanism from a game theoretic point of view, but

also a control mechanism from an organization control view [13].

• Possible steps for such mechanism may be as follows: (1) The agents are asked to report

maximum profit that they can achieve for possible time window assignments. (2) The center

makes time window assignment decisions based on the reported values by the agents. (3) The

agents make the local decisions under the center’s time window restrictions for their respective

jobs, and they use their assigned time windows to process their jobs. (4) At the end of schedule
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execution, each agent’s performance is measured, and rewards are calculated and distributed to

the agents.

A more formal analysis of the mechanism design problem with a central agent is left for future

study.

5 Conclusions

In this study, we present a simple and robust model that would enhance a distributed and possibly

web-based decision making process for resource allocation and scheduling problems. Although, we

primarily focus on intra-plant machine scheduling problem by considering agents who share resources,

an extension to the inter-plant general resource allocation problem is possible. Collaborative planning,

information sharing and distributed resource allocation across multiple firms are likely to be enhanced

by the use of web-based decision support and collaboration tools. An analysis in this broader context

may lead us to new and interesting results, especially in the context of collaborative supply chain

management and coordination of multi-firm activities.

We address the issue of incentive compatibility in a “schedule selection game”, which could be easily

implemented in a web-based system with geographically dispersed players. We showed that despite

the difficulties involved in balancing the budget and ensuring individual rationality, it is possible to

devise a simple incentive compatible mechanism for distributed resource allocation and scheduling.

We discuss additional challenges and open research questions posed by the scheduling game, such as

alternative schedule generation, asynchronous scheduling, and the role of the central agent.
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A Proof of Proposition 2

The proof is a modified version of the argument used in [12]. To prove the proposition, it is sufficient
to show that the agents reveal their true profits in a dominant strategy equilibrium, i.e., for every
i ∈ N , µ∗i (y) = πi(y) ∀ y ∈ Y , where µ∗ are dominant strategy equilibrium messages. We first
denote the schedule that would be selected if µi(y) = πi(y) ∀ y ∈ Y as y∗(µi = πi, µ−i) when the
others’ joint message is shown by µ−i. From definition of schedule selection function, we recall that
y∗(µi = πi, µ−i) maximizes πi(y) +

∑
i′ 6=i µi′(y) over all schedules y ∈ Y . Then,

πi(y∗(µi = πi, µ−i)) +
∑

i′ 6=i

µi′(y∗(µi = πi, µ−i)) ≥ πi(y) +
∑

i′ 6=i

µi′(y) ∀ y ∈ Y. (26)

The inequality (26) holds for any y in Y including y∗(µi, µ−i) ∈ Y for any µi ∈ Mi. Thus,

πi(y∗(µi = πi, µ−i)) +
∑

i′ 6=i

µi′(y∗(µi = πi, µ−i)) ≥

πi(y∗(µi, µ−i)) +
∑

i′ 6=i

µi′(y∗(µi, µ−i)) ∀ µi ∈ Mi. (27)

To make the discussion simpler let us define

Ri(µ−i) =
∑

i′ 6=i

µi′(y∗−i(µ−i)).

Note that the left hand side of inequality (27) is the utility of i from y∗(µi = πi, µ−i) plus the term
Ri(µ−i):

πi(y∗(µi = πi, µ−i)) +
∑

i′ 6=i

µi′(y∗(µi = πi, µ−i)) = ui(y∗(µi = πi, µ−i), δ∗) + Ri(µ−i)

Similarly, for the right hand side of the inequality,

πi(y∗(µi, µ−i)) +
∑

i′ 6=i

µi′(y∗(µi, µ−i)) = ui(y∗(µi, µ−i), δ∗) + Ri(µ−i)

Then,
ui(y∗(µi = πi, µ−i), δ∗) + Ri(µ−i) ≥ ui(y∗(µi, µ−i), δ∗) + Ri(µ−i)

or, since Ri is independent of µi,

ui(y∗(µi = πi, µ−i), δ∗) ≥ ui(y∗(µi, µ−i), δ∗) ∀ µi ∈ Mi.

This holds for every i and for every µ−i which proves the result. ♦
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